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Abstract—Noise is one of the biggest challenges in data
acquisition and will be always present on every measurement
made by any sensor, specially by Inertial Measurement Units
(IMUs). Due to that, there are two approaches to solve this
problem: analog or digital filtering. This second approach is
usually the most taken, since very good precision can be achieved
with mathematical operations performed by processors. However,
depending on the application, the least energy consumption, time
response or resources used are desirable. So, this paper presents
the analysis of the well known Moving Average digital filter
on an 8-bit AVR architecture microcontroller, because it is an
interesting option as a result of its limited resources and its most
likely probability of consuming less energy.

I. INTRODUCTION

Applications that require signal processing for real measure-
ments from a sensor will always encounter noise. A case of
study for this problem is the Inertial Measurement Unit (IMU).
An IMU is an electronic device, which is typically com-
pounded by various sensors, for instance, an accelerometer,
gyroscope, magnetometer, which are typically made of Micro
electromechanical systems (MEMS) technology, because it is
more attractive for embedded projects due to the capability
of being miniaturized [1]. However, as stated before, error
sources are always present as deterministic and stochastic
error. Deterministic error sources can be bias, scale factor and
misalignment. On the other hand, stochastic errors can be bias
instability and scale factor instability [2]. In order to solve this
noise problem, several techniques, algorithms and filters have
been developed.

For example, Yi. et al.[3] used a low-cost IMU, a 3-axis
accelerometer in combination with an optical wheel encoder
to track the position of skid-steered mobile robots because of
the complex dynamics interactions between the wheels and the
ground. The previous work had a two-level hierarchy control
system: in the top was the control algorithm and Kalman Filter,
both implemented in a laptop carried by the robot, and a PID
controller on the bottom. Though, it is well known that the
measurements of the accelerometers are noisy and the the
process to calculate position consists in integrating two times,
the acceleration measured by the IMU will accumulate a vast
amount of error. Several studies [4][5][6] involve attaching an
IMU to a boot in order to track the wearers movement and do
not specify where the data is processed. These studies suggest
using filtering algorithms as the Zero velocity-update, which
is a method to detect the persons stationary period and the use
of magnetometer readings to improve the positioning accuracy
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and the Extended Kalman Filter (EKF), as the optimum filter,
which could be replaced with the Unscented Kalman filter
(UKF), because, in comparison, it provides higher calculation
accuracy [7].

Another widespread use of IMU systems is on wearables.
Many applications of wearables, for instance, motion tracking,
highly rely on the battery lifespan and on the accuracy of
data measured by the IMU and processed, commonly by
a microcontroller (uC) [8]. Although the filtering methods
proposed on the works mentioned previously provide high
accuracy on the final results, they require the use of heavy
algorithms that would need 32 or 64-bit or floating point
precision.

In other words, optimal filters have a high computational
cost for an IMU and a uC. For instance, the use of lighter and
less accurate filters is an option. e.g. Redhyka et al.[9] did a
comparison of different parameters between Moving Average
filter (MA) and Sensor Fusion (Complementary and Kalman
filters) for an IMU on a uC based platform. These parameters
were: overshoot, smoothness and rise time for a simulated step
input, where the MA filter had one of the smoother response
but a significant rise time in contrast with the others.

Since these kind of applications are specially challenging
due to the need of autonomy and the low computational
resources that embedded systems have such as an 8-bit uC
in contrast with an 32-bit uC. In addition, floating point
(float) data types are usually used on a vast amount of
these applications, in which a wide interval of magnitudes is
managed. However, many new programmers are not aware of
the structure of the floating point (float) according to the IEEE
754 standard, which consists of 1 sign bit, 8 exponent bits and
23 fraction bits, for single precision and 1 sign bit, 11 exponent
bits and 52 fraction bits, for double precision. In order to
perform calculations with float data, extra hardware (floating
point unit) or libraries that would increase the execution time
and use more memory resources are needed.

For this reason, the aim of the present work is to analyze an
implementation of a MA filter on an 8-bit AVR architecture
that has no floating point unit, with different data types: 16-
bit, 32-bit, 64-bit and float type. In this way, the impact of
using specific data types can be determined. The structure of
this work is as follows: first, the methodology is introduced in
section II, then, the results are shown in section III and will be
discussed in section IV. At the end, a conclusion is presented
in section V.
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II. METHODOLOGY

The process carried out to study and analyze a linear filter
applied to raw IMU accelerometer data complete scheme is
shown in Fig 1. In this section, there will be a brief summary
about the implemented filter, secondly, it will be mentioned
the error metric proposed and how are the use of resources
determined. Finally, every block from Fig. 1 will be explained
in detail.
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Fig. 1: Scheme of the process of data gathering, filtering and plotting.

A. Moving Average Filter

The Moving Average (MA) Filter was chosen to be imple-
mented in the uC because of its simplicity, in which noise
is reduced without compromising large amounts of data. The
characteristic equation for this filter is as follows [10]:

1 M-1
ulil = 57 D ali+J] (1)
=0

Where y[i] is the output, and x[i] is the input, M is the
number of readings that will be averaged value. Eq. 1 can also
be described as a difference equation, which is also known as
the recursive form:

yli] = yli — 1] + afi + p] — z[i — q] )
M—1
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This last equation is used in the process, which will be ex-
plained below, by the the uC and a software for computational
operations, in this case, MATLAB. The use of this software
is relevant due to its high accuracy, which will be used as a
reference.

It is worth to mention that the frequency response of this
filter is not optimal for signals that have valuable information
in frequency domain due to its slow roll-off and poor stopband
attenuation as it can be seen in Fig. 2 [10].
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Fig. 2: Comparison of the frequency response of the Moving Average filter
for different orders M.
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Fig. 3: Flux diagram of the MA filter implemented in the uC and the
recollected data.

A graphical representation of the implementation in the uC
is shown Fig. 3, this diagram is based in [11] and it is modified
for periodical readings. Following this chart, the collected data
is processed as explained in section ILE.

B. Error metric and use resources

The standard deviation (STD) is a dispersion or spread mea-
surement about the arithmetic mean of any set of numerical
values [12]. Since the sensor is settled in a fixed position with
no movement applied to it, the ideal measurement should be a
constant zero. However, due to the erratic nature of the IMU,
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the signal will be noisy. So, applying this concept to the MA
filter theory means that the bigger the window size, the less
STD there is and the smoother the signal will be. On the other
hand, for the use of resources on this specific analysis, the
program memory usage is important. This value is calculated
by the programming tool AtmelStudio, which includes the
memory in bytes that is going to be used by the uC. Since
the filtering algorithm of the MA filter is implemented using
the recursive form it does not affect the use of resources. So,
for this specific analysis, the window size lacks importance
and as a consequence, this value was chosen arbitrarily.

C. Components, communication, software and data 1/0

The first two blocks shown in Figure 1 represent the AVR
architecture 8-bit uC and the MPU-6050 MEMS IMU used
as main components. In addition, it shows that these two
devices establish a communication by the 12C protocol. Then,
in order to export data from the uC to a computer, the RS232
module along with a RS232 to TTL cable achieve that goal
through serial communication. To visualize it, a Serial/TCP
terminal [13] displays and also, saves the data as a string of
hexadecimal characters.

D. Microcontroller raw data processing

The label Data filtering from the second block means that
the uC performs, from data that it receives from the IMU,
the MA filter on its recursive form with different types of
data for the algorithm: int16, int32, int64 and float. Complete
accelerometer measurements are 16-bit long, however, the
IMU provides this information in two separate 8-bit data
denominated as higher and lower acceleration. For further
operations, these two are concatenated, filtered and then sent.
However, all the information transferred through serial com-
munication is not filtered, the uC also exports raw unfiltered
data to a computer for later processing. On the other hand,
only 8 bits are transferred by serial communication, so in
order to export unfiltered raw data, the higher and lower
acceleration are never concatenated and for the filtered raw
data, 16-bit information is divided into two separate 8-bit data.
The transmission sequence, shown in Fig. 1, is as follows:
unfiltered, filtered, unfiltered, filtered and so on.

E. MATLAB raw data processing

As mentioned before, Serial/TCP terminal saves exported
information by the uC on a file, which is then is loaded
by MATLAB. An algorithm was developed to divide the
hexadecimal string into groups of four (16-bit information)
and subsequently, convert every group from hexadecimal to
decimal signed integers. Later on, a MA filter is applied to
the odd positioned data of the input vector, in other words,
the unfiltered data is filtered. Then, information filtered by
MATLAB and by the uC are multiplied by the accelerometer
default configuration scale factor, which is 981.0/16384.0 and
converts the raw data units from LSB/g to cm/s? [14]. Finally,
filtered data from the uC and from MATLAB are compared
by finding the euclidean distance of their subtraction and then,
their respective STDs are calculated.

III. RESULTS
A. Filter validation

In Fig. 4, the comparison of the filtered and unfiltered data
from the uC readings is shown. As it can be observed the
dotted line is smoother than the continuous line. It can be
proved using the STD from each set of data. The unfiltered
has an STD of 3.2235 and the filtered 0.4213.
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Fig. 4: Comparison of the filtered and unfiltered data from the uC with a
window size of 50.
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Fig. 5: Comparison of the filtered data from the uC and MATLAB with M =
10, only 300 of 1000 samples are shown for more visibility.

To verify the filtering performed by the uC, 11 sets of 10000
samples of filtered information by the uC and by MATLAB
are compared. In addition, it should be emphasized that for
these tests the uC used float data types. In Fig. 5, it can be
observed that the signals overlap, meaning that both signals are
identical or strongly alike. To validate this, the euclidean norm
of the signals was taken for every set and afterwards, the mean
value was calculated, resulting in the value 0.017. This implies
that difference between the filtered data by the uC and by
MATLAB is small. For this reason, the uC floating point data
type filter will be used as reference for further comparisons.
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B. Comparisons of filtering with different data types

A comparison of the number of Assembly instructions,
memory usage and Euclidean norm of intl6, int32, int64 and
float data types is presented on Table. 1. Again, the Euclidean
norm is used to determine how different the signals are. Hence,
this is considered to be the error metric with respect to the new
reference, mentioned on the previous subsection.

TABLE I: COMPARISON BETWEEN DIFFERENT DATA TYPES

Data types
intl6 int32 int64 float
Number of 122 143 190 458
Instructions
Memory usage 812 868 952 1374
(bytes) ; :
Euclidean
Norm 3.3591 3.3591 3.3591 0
(error)

IV. DISCUSSION

In Fig. 5, notice that readings are not positioned in zero
because every time the IMU is used, it has to be calibrated so
the mean of the data in a fixed position approximate to zero.
Due to that, a calibration process in a uC is not trivial and can
be done in several ways.

From Table 1 it can be observed that the number of
instructions required for each data type increases as it changes
from smaller to larger sizes. Using int32 data requires 17%;
int64, 55%; and float, 275% more instructions than intl6.
This is consistent in sight of that the use of larger variables
require more instructions to execute and that more bytes in
memory will be used. It is important to take into account that
more instructions are equivalent to more clock cycles, which
means it increases the execution time and thus, more energy
is consumed.

The Euclidean norm showed that, as expected, there is no
variation between using int16, int32 or int64 data type in terms
of precision and that there is a considerable difference between
floating point and the other data types. Therefore, depending
on the size of the values of the application and the accuracy
to be achieved, it is of great importance to consider using a
data type other than float, due to the trade offs offered. In this
case, for the MA filter, it would be necessary to choose int32
or int64 data types if the window size is considerably big. This
evaluation can be extrapolated to more complex filters where
the use of certain data types could have a high impact on the
code performance.

V. CONCLUSION

An analysis of the Moving Average filter implemented on an
8-bit uC is presented. It consists of the comparisons between
the use of different data types with respect to a reference filter
developed on a high programming language and then, the filter
performed by the uC. Even though the tendency is to use 32

or greater bit uC architecture, it is possible for an 8-bit uC to
perform said filter and obtain almost the same results as filtered
data from a software for computational operations. On the
other hand, in order to acquire such results, it is necessary to
use float data types. Without a floating point unit, the number
of instructions needed to perform operations increase by more
than double than using intl6 and in consequence, memory
usage, execution time and energy consumption also increase.
This might be a limiting factor for implementation of some
applications in embedded systems. For this reason, it should
be considered to use other data types variables, taking into
account that accuracy is trade off with reducing the use of
resources and energy consumption. Therefore, using data types
different than float, depending on the application requirements,
have a high impact on the performance of the controller.
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